Web Services:

* **Web services** are client and server applications that communicate over the World Wide Web's (WWW) HyperText Transfer Protocol (HTTP).
* Web services provide a standard means of interoperating between software applications running on a variety of platforms and frameworks.
* Web services can be combined in a loosely coupled way to achieve complex operations.
* A service is a software component provided through a network-accessible endpoint. The service consumer and provider use messages to exchange invocation request and response information
* There are two types of web Services

1. Big Web services
2. RESTful Web Services
3. Big Web services

* JAX-WS provides the functionality for "big" web services
* Big web services use XML messages that follow the Simple Object Access Protocol (SOAP) standard, an XML language defining a message architecture and message formats.
* Web Services Description Language (WSDL), an XML language for defining interfaces syntactically.
* SOAP message format and the WSDL interface definition language
* A SOAP-based design must include the following elements.
  + - A formal contract must be established to describe the interface that the web service offers. WSDL can be used to describe the details of the contract, which may include messages, operations, bindings, and the location of the web service.
    - The architecture needs to handle asynchronous processing and invocation. In such cases, the infrastructure provided by standards, such as Web Services Reliable Messaging (WSRM), and APIs, such as JAX-WS, with their client-side asynchronous invocation support, can be leveraged out of the box.

1. RESTful Web Services:

* JAX-RS provides the functionality for Representational State Transfer (RESTful) web services.
* REST is well suited for basic, ad hoc integration scenarios.
* RESTful web services, often better integrated with HTTP than SOAP-based services are, do not require XML messages or WSDL service-API definitions.
* Project Jersey is the production-ready reference implementation for the JAX-RS specification. Jersey implements support for the annotations defined in the JAX-RS specification, making it easy for developers to build RESTful web services with Java and the Java Virtual Machine (JVM).
* Because RESTful web services use existing well-known W3C and Internet Engineering Task Force (IETF) standards (HTTP, XML, URI, MIME) and have a lightweight infrastructure that allows services to be built with minimal tooling, developing RESTful web services is inexpensive and thus has a very low barrier for adoption.
* A RESTful design may be appropriate when the following conditions are met.
  + - The web services are completely stateless. A good test is to consider whether the interaction can survive a restart of the server.
    - The service producer and service consumer have a mutual understanding of the context and content being passed along. Because there is no formal way to describe the web services interface, both parties must agree out of band on the schemas that describe the data being exchanged and on ways to process it meaningfully. In the real world, most commercial applications that expose services as RESTful implementations also distribute so-called value-added toolkits that describe the interfaces to developers in popular programming languages.
    - REST is particularly useful for limited-profile devices, such as PDAs and mobile phones, for which the overhead of headers and additional layers of SOAP elements on the XML payload must be restricted.
    - Web service delivery or aggregation into existing websites can be enabled easily with a RESTful style. Developers can use such technologies as JAX-RS and Asynchronous JavaScript with XML (Ajax) and such toolkits as Direct Web Remoting (DWR) to consume the services in their web applications. Rather than starting from scratch, services can be exposed with XML and consumed by HTML pages without significantly refactoring the existing website architecture.

Deciding Which Type of Web Service to Use

* **JAX-WS**: Addresses advanced QoS requirements that commonly occur in enterprise computing. When compared to JAX-RS, JAX-WS makes it easier to support the WS-\* set of protocols, which provide standards for security and reliability, among other things, and interoperate with other WS-\* conforming clients and servers.
* **JAX-RS**: Makes it easier to write web applications that apply some or all of the constraints of the REST style to induce desirable properties in the application, such as loose coupling (evolving the server is easier without breaking existing clients), scalability (start small and grow), and architectural simplicity (use off-the-shelf components, such as proxies or HTTP routers). You would choose to use JAX-RS for your web application because it is easier for many types of clients to consume RESTful web services while enabling the server side to evolve and scale. Clients can choose to consume some or all aspects of the service and mash it up with other web-based services.
* You can use a development tool such as NetBeans IDE to further reduce the complexity of developing SOAP Based web services, RESTful web services.

Creating a Simple Web Service and Clients with JAX-WS

* The starting point for developing a JAX-WS web service is a Java class annotated with the javax.jws.WebService annotation.
* The @WebService annotation defines the class as a web service endpoint.
* A **service endpoint interface** or **service endpoint implementation** (SEI) is a Java interface or class,respectively, that declares the methods that a client can invoke on the service. An interface is not required when building a JAX-WS endpoint. The web service implementation class implicitly defines an SEI.
* You may specify an explicit interface by adding the endpointInterface element to the @WebService annotation in the implementation class.
* You must then provide an interface that defines the public methods made available in the endpoint implementation class.
* The basic steps for creating a web service and client are as follows:
  + - Code the implementation class.
    - Compile the implementation class.
    - Package the files into a WAR file.
    - Deploy the WAR file. The web service artifacts, which are used to communicate with clients, are generated by the GlassFish Server during deployment.
    - Code the client class.
    - Use a wsimport Ant task to generate and compile the web service artifacts needed to connect to the service.
    - Compile the client class.
    - Run the client.

Requirements of a JAX-WS Endpoint

1. The implementing class must be annotated with either the javax.jws.WebService or the javax.jws.WebServiceProvider annotation.
2. The implementing class may explicitly reference an SEI through the endpointInterface element of the @WebService annotation but is not required to do so. If no endpointInterface is specified in @WebService, an SEI is implicitly defined for the implementing class.
3. The business methods of the implementing class must be public and must not be declared static or final.
4. Business methods that are exposed to web service clients must be annotated with javax.jws.WebMethod.
5. Business methods that are exposed to web service clients must have JAXB-compatible parameters and return types. See the two tables of JAXB default data type bindings in [Types Supported by JAX-WS](http://docs.oracle.com/javaee/6/tutorial/doc/bnazc.html).
6. The implementing class must not be declared final and must not be abstract.
7. The implementing class must have a default public constructor.
8. The implementing class must not define the finalize method.
9. The implementing class may use the javax.annotation.PostConstruct or the javax.annotation.PreDestroy annotations on its methods for lifecycle event callbacks.
   * + The @PostConstruct method is called by the container before the implementing class begins responding to web service clients.
     + The @PreDestroy method is called by the container before the endpoint is removed from operation.

Coding the Service Endpoint Implementation Class

**package** com.test.webservice;

**import** javax.jws.WebMethod;

**import** javax.jws.WebService;

@WebService

**publicclass** HelloService {

**private** String message = "Hello, ";

**private** String message1 = "Weclcome to Rich & Poor Bank!";

@WebMethod

**public**String sayHello(String name) {

**return**message + name + ". \n" + message1;

}}

Building, Packaging, and Deploying the Service

* 1. Using Tomcat and Eclipse.

Deploy the project over tomcat.

* Go to Window > Preferences. Click on Java > Installed JREs and make sure, that a jdk-version is installed. Choose the jdk-version and click on Edit.... Check, if there is a file named tools.jar. If it does not, click on Add External JARs... and choose the file {sdk\_folder}/lib/tools.jar.

Next Steps

You can view the WSDL file of the deployed service by requesting the URLhttp://localhost:8080/helloservice/HelloService?wsdl in a web browser. Now you are ready to create a client that accesses this service.

java web services and its specifications such as JAX-WS and JAX-RS.

There are two ways to write the code for JAX-WS by RPC style and Document style. Like JAX-WS, JAX-RS can be written by Jersey and RESTeasy. We will learn all these technologies later.

There are three major web service components.

1. SOAP
2. WSDL
3. UDDI

# **SOAP Web Services**

SOAP stands for Simple Object Access Protocol. It is a XML-based protocol for accessing web services.

SOAP is a W3C recommendation for communication between two applications.

SOAP is XML based protocol. It is platform independent and language independent. By using SOAP, you will be able to interact with other programming language applications.

## Advantages of Soap Web Services

**WS Security**: SOAP defines its own security known as WS Security.

**Language and Platform independent**: SOAP web services can be written in any programming language and executed in any platform.

## Disadvantages of Soap Web Services

**Slow**: SOAP uses XML format that must be parsed to be read. It defines many standards that must be followed while developing the SOAP applications. So it is slow and consumes more bandwidth and resource.

**WSDL dependent**: SOAP uses WSDL and doesn't have any other mechanism to discover the service.

# **RESTful Web Services**

REST stands for REpresentational State Transfer.

REST is an architectural style not a protocol.

## Advantages of RESTful Web Services

**Fast**: RESTful Web Services are fast because there is no strict specification like SOAP. It consumes less bandwidth and resource.

**Language and Platform independent**: RESTful web services can be written in any programming language and executed in any platform.

**Can use SOAP**: RESTful web services can use SOAP web services as the implementation.

**Permits different data format**: RESTful web service permits different data format such as Plain Text, HTML, XML and JSON.

|  |  |  |
| --- | --- | --- |
| **SOAP** | **REST** |  |
| SOAP is a **protocol**. | REST is an **architectural style**. |  |
| SOAP stands for **Simple Object Access Protocol**. | REST stands for **REpresentational State Transfer**. |  |
| SOAP **can't use REST** because it is a protocol. | REST **can use SOAP** web services because it is a concept and can use any protocol like HTTP, SOAP. |  |
| SOAP **uses services interfaces to expose the business logic**. | REST **uses URI to expose business logic**. |  |
| **JAX-WS** is the java API for SOAP web services. | **JAX-RS** is the java API for RESTful web services. |  |
| SOAP **defines standards**to be strictly followed. | REST does not define too much standards like SOAP. |  |
| SOAP **requires more bandwidth** and resource than REST. | REST **requires less bandwidth** and resource than SOAP. |  |
| SOAP **defines its own security**. | RESTful web services **inherits security measures** from the underlying transport. |  |
| SOAP **permits XML** data format only. | REST **permits different** data format such as Plain text, HTML, XML, JSON etc. |  |
| SOAP is **less preferred** than REST. | REST **more preferred** than SOAP. |  |
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# **Difference between RPC and Document web services**

There are many differences between RPC and Document web services. The important differences between RPC and Document are given below:

## RPC Style

1) RPC style web services use method name and parameters to generate XML structure.

2) The generated WSDL is **difficult to be validated** against schema.

3) In RPC style, SOAP **message is sent as many elements**.

4) RPC style message is **tightly coupled**.

5) In RPC style, SOAP message **keeps the operation name**.

6) In RPC style, parameters are sent as **discrete values**.

Let's see the RPC style generated WSDL file.

**WSDL file:**

In WSDL file, it doesn't specify the types details.

1. <types/>

For message part, it defines name and type attributes.

1. <message name="getHelloWorldAsString">
2. <part name="arg0" type="xsd:string"/>
3. </message>
4. <message name="getHelloWorldAsStringResponse">
5. <part name="return" type="xsd:string"/>
6. </message>

For soap:body, it defines use and namespace attributes.

1. <binding name="HelloWorldImplPortBinding" type="tns:HelloWorld">
2. <soap:binding transport="http://schemas.xmlsoap.org/soap/http" style="rpc"/>
3. <operation name="getHelloWorldAsString">
4. <soap:operation soapAction=""/>
5. <input>
6. <soap:body use="literal" namespace="http://javatpoint.com/"/>
7. </input>
8. <output>
9. <soap:body use="literal" namespace="http://javatpoint.com/"/>
10. </output>
11. </operation>
12. </binding>

## Document Style

1) Document style web services **can be validated against predefined schema**.

2) In document style, SOAP message is **sent as a single document**.

3) Document style message is **loosely coupled**.

4) In Document style, SOAP message **loses the operation name**.

5) In Document style, parameters are sent in **XML format**.

Let's see the Document style generated WSDL file.

**WSDL file:**

In WSDL file, it specifies types details having namespace and schemaLocation.

1. <types>
2. <xsd:schema>
3. <xsd:**import** namespace="http://javatpoint.com/" schemaLocation="http://localhost:7779/ws/hello?xsd=1"/>
4. </xsd:schema>
5. </types>

For message part, it defines name and element attributes.

1. <message name="getHelloWorldAsString">
2. <part name="parameters" element="tns:getHelloWorldAsString"/>
3. </message>
4. <message name="getHelloWorldAsStringResponse">
5. <part name="parameters" element="tns:getHelloWorldAsStringResponse"/>
6. </message>

For soap:body, it defines use attribute only not namespace.

1. <binding name="HelloWorldImplPortBinding" type="tns:HelloWorld">
2. <soap:binding transport="http://schemas.xmlsoap.org/soap/http" style="document"/>
3. <operation name="getHelloWorldAsString">
4. <soap:operation soapAction=""/>
5. <input>
6. <soap:body use="literal"/>
7. </input>
8. <output>
9. <soap:body use="literal"/>
10. </output>
11. </operation>
12. </binding>

# **JAX-WS Example RPC Style**

Creating JAX-WS example is a easy task because it requires no extra configuration settings.

JAX-WS API is inbuilt in JDK, so you don't need to load any extra jar file for it. Let's see a simple example of JAX-WS example in RPC style.

There are created 4 files for hello world JAX-WS example:

1. HelloWorld.java
2. HelloWorldImpl.java
3. Publisher.java
4. HelloWorldClient.java

The first 3 files are created for server side and 1 application for client side.

## JAX-WS Server Code

*File: HelloWorld.java*

1. **package** com.javatpoint;
2. **import** javax.jws.WebMethod;
3. **import** javax.jws.WebService;
4. **import** javax.jws.soap.SOAPBinding;
5. **import** javax.jws.soap.SOAPBinding.Style;
6. //Service Endpoint Interface
7. @WebService
8. @SOAPBinding(style = Style.RPC)
9. **public** **interface** HelloWorld{
10. @WebMethod String getHelloWorldAsString(String name);
11. }

*File: HelloWorldImpl.java*

1. **package** com.javatpoint;
2. **import** javax.jws.WebService;
3. //Service Implementation
4. @WebService(endpointInterface = "com.javatpoint.HelloWorld")
5. **public** **class** HelloWorldImpl **implements** HelloWorld{
6. @Override
7. **public** String getHelloWorldAsString(String name) {
8. **return** "Hello World JAX-WS " + name;
9. }
10. }

*File: Publisher.java*

1. **package** com.javatpoint;
2. **import** javax.xml.ws.Endpoint;
3. //Endpoint publisher
4. **public** **class** HelloWorldPublisher{
5. **public** **static** **void** main(String[] args) {
6. Endpoint.publish("http://localhost:7779/ws/hello", **new** HelloWorldImpl());
7. }
8. }

## How to view generated WSDL

After running the publisher code, you can see the generated WSDL file by visiting the URL:

1. http://localhost:7779/ws/hello?wsdl

## JAX-WS Client Code

*File: HelloWorldClient.java*

1. **package** com.javatpoint;
2. **import** java.net.URL;
3. **import** javax.xml.namespace.QName;
4. **import** javax.xml.ws.Service;
5. **public** **class** HelloWorldClient{
6. **public** **static** **void** main(String[] args) **throws** Exception {

    URL url = **new** URL("http://localhost:7779/ws/hello?wsdl");

        //1st argument service URI, refer to wsdl document above

    //2nd argument is service name, refer to wsdl document above

        QName qname = **new** QName("http://javatpoint.com/", "HelloWorldImplService");

        Service service = Service.create(url, qname);

        HelloWorld hello = service.getPort(HelloWorld.**class**);

        System.out.println(hello.getHelloWorldAsString("javatpoint rpc"));

     }

 }

Output:

Hello World JAX-WS javatpoint rpc

|  |
| --- |
| JAX-WS RPC style generated wsdl  <?xmlversion=*"1.0"*encoding=*"UTF-8"*?>  <!-- Published by JAX-WS RI at http://jax-ws.dev.java.net. RI's version is JAX-WS RI 2.1.6 in JDK 6. -->  <!-- Generated by JAX-WS RI at http://jax-ws.dev.java.net. RI's version is JAX-WS RI 2.1.6 in JDK 6. -->  <definitionsname=*"HelloWorldImplService"*targetNamespace=*"http://javawsrpc.test.com/"*xmlns=*"http://schemas.xmlsoap.org/wsdl/"*xmlns:xsd=*"http://www.w3.org/2001/XMLSchema"*xmlns:tns=*"http://javawsrpc.test.com/"*xmlns:soap=*"http://schemas.xmlsoap.org/wsdl/soap/"*>  <types/>    <messagename=*"getHelloWorldAsString"*>  <partname=*"arg0"*type=*"xsd:string"*/>  </message>  <messagename=*"getHelloWorldAsStringResponse"*>  <partname=*"return"*type=*"xsd:string"*/>  </message>    <portTypename=*"HelloWorld"*>  <operationname=*"getHelloWorldAsString"*>  <inputmessage=*"tns:getHelloWorldAsString"*/>  <outputmessage=*"tns:getHelloWorldAsStringResponse"*/>  </operation>  </portType>  <bindingname=*"HelloWorldImplPortBinding"*type=*"tns:HelloWorld"*>  <soap:bindingstyle=*"rpc"*transport=*"http://schemas.xmlsoap.org/soap/http"*/>  <operationname=*"getHelloWorldAsString"*>  <soap:operationsoapAction=*""*/>  <input>  <soap:bodynamespace=*"http://javawsrpc.test.com/"*use=*"literal"*/>  </input>  <output>  <soap:bodynamespace=*"http://javawsrpc.test.com/"*use=*"literal"*/>  </output>  </operation>  </binding>    <servicename=*"HelloWorldImplService"*>  <portname=*"HelloWorldImplPort"*binding=*"tns:HelloWorldImplPortBinding"*>  <soap:addresslocation=*"http://localhost:9191/ws/hello"*/>  </port>  </service>  </definitions> |
| **JAX-WS Document style generated wsdl**  <?xmlversion=*"1.0"*encoding=*"UTF-8"*?>  <!-- Published by JAX-WS RI at http://jax-ws.dev.java.net. RI's version is JAX-WS RI 2.1.6 in JDK 6. -->  <!-- Generated by JAX-WS RI at http://jax-ws.dev.java.net. RI's version is JAX-WS RI 2.1.6 in JDK 6. -->  <definitions name=*"HelloWorldImplService"* targetNamespace=[*http://javawsrpc.test.com/*](http://javawsrpc.test.com/)xmlns=[*http://schemas.xmlsoap.org/wsdl/*](http://schemas.xmlsoap.org/wsdl/)xmlns:xsd=[*http://www.w3.org/2001/XMLSchema*](http://www.w3.org/2001/XMLSchema)xmlns:tns=[*http://javawsrpc.test.com/*](http://javawsrpc.test.com/)xmlns:soap=*"http://schemas.xmlsoap.org/wsdl/soap/"*>  <types>  <xsd:schema>  <xsd:import namespace=[*http://javawsrpc.test.com/*](http://javawsrpc.test.com/)schemaLocation=*"http://localhost:9191/ws/hello?xsd=1"*/>  </xsd:schema>  </types>  <message name=*"getHelloWorldAsString"*>  <part name=*"parameters"* element=*"tns:getHelloWorldAsString"*/>  </message>  <message name=*"getHelloWorldAsStringResponse"*>  <part name=*"parameters"*element=*"tns:getHelloWorldAsStringResponse"*/>  </message>    <portType name=*"HelloWorld"*>  <operation name=*"getHelloWorldAsString"*>  <input message=*"tns:getHelloWorldAsString"*/>  <output message=*"tns:getHelloWorldAsStringResponse"*/>  </operation>  </portType>  <binding name=*"HelloWorldImplPortBinding"* type=*"tns:HelloWorld"*>  <soap:binding style=*"document"* transport=*"http://schemas.xmlsoap.org/soap/http"*/>  <operation name=*"getHelloWorldAsString"*>  <soap:operation soapAction=*""*/>  <input>  <soap:bodyuse=*"literal"*/>  </input>  <output>  <soap:body use=*"literal"*/>  </output>  </operation>  </binding>    <service name=*"HelloWorldImplService"*>  <port name=*"HelloWorldImplPort"* binding=*"tns:HelloWorldImplPortBinding"*>  <soap:address location=*"http://localhost:9191/ws/hello"*/>  </port>  </service>  </definitions> |

# **JAX-RS Tutorial**

**JAX-RS tutorial** is provides concepts and examples of JAX-RS API. This JAX-RS tutorial is designed for beginners and professionals.

There are two main implementation of JAX-RS API.

1. Jersey
2. RESTEasy

![JAX-RS tutorial](data:image/png;base64,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)

J2SE 8=52,

J2SE 7=51,

J2SE 6.0=50,

J2SE 5.0=49,

JDK 1.4=48,

JDK 1.3=47,

JDK 1.2=46,

JDK 1.1=45

RESTful Web service can be implemented with

* JAX-RS specification,
* Jersey is the one implementation for the JAX-RS specification.

RESTful application generally build in one of below two ways:

1. With Jersey implementation
2. With JAXB
3. With Jersey implementation

* Below jars are required for jdk 1.6 for the service code and the client code.

**jersey-bundle-1.9.jar (Jersey implementation)**

**jsr311-api-1.1.1.jar (JAX-RS specification)**

Example:

1. Hello.java
2. **Hello.java**

**package** com.test.restfuljersey;

**import** javax.ws.rs.GET;

**import** javax.ws.rs.Path;

**import** javax.ws.rs.Produces;

**import** javax.ws.rs.core.MediaType;

@Path("/hello")

**publicclass** Hello {

@GET

@Produces(MediaType.*TEXT\_PLAIN*)

**public** String sayPlainTextHello() {

**return**"Hello Jersey Plain";

}

// This method is called if XML is request

@GET

@Produces(MediaType.*TEXT\_XML*)

**public** String sayXMLHello() {

**return**"<?xml version=\"1.0\"?>" + "<hello> Hello Jersey" + "</hello>";

}

// This method is called if HTML is request

@GET

@Produces(MediaType.*TEXT\_HTML*)

**public** String sayHtmlHello() {

**return**"<html> " + "<title>" + "Hello Jersey" + "</title>"

+ "<body><h1>" + "Hello Jersey HTML" + "</h1></body>"

+ "</html> ";

}

}

1. **web.xml**

<?xmlversion=*"1.0"*encoding=*"UTF-8"*?>

<web-appxmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*xmlns=*"http://java.sun.com/xml/ns/javaee"*xsi:schemaLocation=*"http://java.sun.com/xml/ns/javaee http://java.sun.com/xml/ns/javaee/web-app\_3\_0.xsd"*id=*"WebApp\_ID"*version=*"3.0"*>

<display-name>restfuljersey1</display-name>

<servlet>

<servlet-name>Jersey REST Service</servlet-name>

<servlet-class>com.sun.jersey.spi.container.servlet.ServletContainer</servlet-class>

<!-- Register resources and providers under com.vogella.jersey.first package. -->

<init-param>

<param-name>com.sun.jersey.config.property.packages</param-name>

<param-value>com.test.restfuljersey</param-value>

</init-param>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>Jersey REST Service</servlet-name>

<url-pattern>/rest/\*</url-pattern>

</servlet-mapping>

</web-app>

1. **ClientTest.java**

**package** com.test.restclient;

**import** java.net.URI;

**import** javax.ws.rs.core.MediaType;

**import** javax.ws.rs.core.UriBuilder;

**import** com.sun.jersey.api.client.Client;

**import** com.sun.jersey.api.client.WebResource;

**import** com.sun.jersey.api.client.config.ClientConfig;

**import** com.sun.jersey.api.client.config.DefaultClientConfig;

**publicclass** ClientTest {

**publicstaticvoid** main(String[] args) {

ClientConfig config = **new** DefaultClientConfig();

Client client = Client.*create*(config);

WebResource service = client.resource(*getBaseURI*());

System.*out*.println(service.path("rest").path("hello").accept(MediaType.*TEXT\_PLAIN*).get(String.**class**));

System.*out*.println(service.path("rest").path("hello").accept(MediaType.*TEXT\_XML*).get(String.**class**));

System.*out*.println(service.path("rest").path("hello").accept(MediaType.*TEXT\_HTML*).get(String.**class**));

}

**privatestatic** URI getBaseURI() {

**return** UriBuilder.*fromUri*("http://localhost:9090/restfuljersey1").build();

}

}

1. With JAXB

* Below jar is required for jdk 1.6 for the service code.

**jsr311-api-1.1.1.jar**

* Below jar is required for jdk 1.6 for the client code.

**jsr311-api-1.1.1.jar**

**jersey-bundle-1.9.jar**

Example:

1. Todo.java
2. TodoResource.java
3. web.xml
4. TestRest.java
5. Todo.java

**package** com.test.restfuljaxb;

**import** javax.xml.bind.annotation.XmlRootElement;

@XmlRootElement

// JAX-RS supports an automatic mapping from JAXB annotated class to XML and

// JSON

// Isn't that cool?

**public class** Todo {

**private** String summary;

**private** String description;

**public** String getSummary() {

**return**summary;

}

**public void** setSummary(String summary) {

**this**.summary = summary;

}

**public** String getDescription() {

**return**description;

}

**public void** setDescription(String description) {

**this**.description = description;

}

}

**2.TodoResource.java**

**package** com.test.restfuljaxb;

**import** javax.ws.rs.GET;

**import** javax.ws.rs.Path;

**import** javax.ws.rs.Produces;

**import** javax.ws.rs.core.MediaType;

@Path("/todo")

**publicclass** TodoResource {

// This method is called if XMLis request

@GET

@Produces({ MediaType.*APPLICATION\_XML*, MediaType.*APPLICATION\_JSON* })

**public** Todo getXML() {

Todo todo = **new** Todo();

todo.setSummary("This is my first todo");

todo.setDescription("This is my first todo");

**return** todo;

}

// This can be used to test the integration with the browser

@GET

@Produces({ MediaType.*TEXT\_XML* })

**public** Todo getHTML() {

Todo todo = **new** Todo();

todo.setSummary("This is my first todo");

todo.setDescription("This is my first todo");

**return** todo;

}

}

1. web.xml

<?xmlversion=*"1.0"*encoding=*"UTF-8"*?>

<web-appxmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*xmlns=*"http://java.sun.com/xml/ns/javaee"*xsi:schemaLocation=*"http://java.sun.com/xml/ns/javaee http://java.sun.com/xml/ns/javaee/web-app\_3\_0.xsd"*id=*"WebApp\_ID"*version=*"3.0"*>

<display-name>restfuljaxb</display-name>

<servlet>

<servlet-name>Jersey REST Service</servlet-name>

<servlet-class>com.sun.jersey.spi.container.servlet.ServletContainer</servlet-class>

<!-- Register resources and providers under com.vogella.jersey.first package. -->

<init-param>

<param-name>com.sun.jersey.config.property.packages</param-name>

<param-value>com.test.restfuljaxb</param-value>

</init-param>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>Jersey REST Service</servlet-name>

<url-pattern>/rest/\*</url-pattern>

</servlet-mapping>

<welcome-file-list>

<welcome-file>index.html</welcome-file>

<welcome-file>index.htm</welcome-file>

<welcome-file>index.jsp</welcome-file>

<welcome-file>default.html</welcome-file>

<welcome-file>default.htm</welcome-file>

<welcome-file>default.jsp</welcome-file>

</welcome-file-list>

</web-app>

1. TestRest.java

**package** com.restfuljaxb.client;

**import** java.net.URI;

**import** javax.ws.rs.core.MediaType;

**import** javax.ws.rs.core.UriBuilder;

**import** com.sun.jersey.api.client.Client;

**import** com.sun.jersey.api.client.WebResource;

**import** com.sun.jersey.api.client.config.ClientConfig;

**import** com.sun.jersey.api.client.config.DefaultClientConfig;

**publicclass** TestRest {

**public static void** main(String[] args) {

Client Config config = **new** DefaultClientConfig();

Client client = Client.*create*(config);

WebResource service = client.resource(*getBaseURI*());

System.*out*.println(service.path("rest").path("todo").accept(MediaType.*TEXT\_XML*).get(String.**class**));

}

**private static** URI getBaseURI() {

**return** UriBuilder.*fromUri*("http://localhost:9090/restfuljaxb").build();

}

}

**RESTful web service**

A concrete implementation of a REST Web service follows four basic design principles:

* Use HTTP methods explicitly.
* Be stateless.
* Expose directory structure-like URIs.
* Transfer XML, JavaScript Object Notation (JSON), or both.

**Use HTTP methods explicitly**

One of the key characteristics of a RESTful Web service is the explicit use of HTTP methods in a way that follows the protocol as defined by RFC 2616. HTTP GET, for instance, is defined as a data-producing method that's intended to be used by a client application to retrieve a resource, to fetch data from a Web server, or to execute a query with the expectation that the Web server will look for and respond with a set of matching resources.

REST asks developers to use HTTP methods explicitly and in a way that's consistent with the protocol definition. This basic REST design principle establishes a one-to-one mapping between create, read, update, and delete (CRUD) operations and HTTP methods. According to this mapping:

* To create a resource on the server, use POST.
* To retrieve a resource, use GET.
* To change the state of a resource or to update it, use PUT.
* To remove or delete a resource, use DELETE.

An unfortunate design flaw inherent in many Web APIs is in the use of HTTP methods for unintended purposes. The request URI in an HTTP GET request, for example, usually identifies one specific resource. Or the query string in a request URI includes a set of parameters that defines the search criteria used by the server to find a set of matching resources. At least this is how the HTTP/1.1 RFC describes GET. But there are many cases of unattractive Web APIs that use HTTP GET to trigger something transactional on the server—for instance, to add records to a database. In these cases the GET request URI is not used properly or at least not used RESTfully. If the Web API uses GET to invoke remote procedures, it looks like this:  
  
GET /adduser?name=Robert HTTP/1.1

It's not a very attractive design because the Web method above supports a state-changing operation over HTTP GET. Put another way, the HTTP GET request above has side effects. If successfully processed, the result of the request is to add a new user—in this example, Robert—to the underlying data store. The problem here is mainly semantic. Web servers are designed to respond to HTTP GET requests by retrieving resources that match the path (or the query criteria) in the request URI and return these or a representation in a response, not to add a record to a database. From the standpoint of the intended use of the protocol method then, and from the standpoint of HTTP/1.1-compliant Web servers, using GET in this way is inconsistent.

Beyond the semantics, the other problem with GET is that to trigger the deletion, modification, or addition of a record in a database, or to change server-side state in some way, it invites Web caching tools (crawlers) and search engines to make server-side changes unintentionally simply by crawling a link. A simple way to overcome this common problem is to move the parameter names and values on the request URI into XML tags. The resulting tags, an XML representation of the entity to create, may be sent in the body of an HTTP POST whose request URI is the intended parent of the entity (see Listings 1 and 2).

**Listing 1. Before**

GET /adduser?name=Robert HTTP/1.1

**Listing 2. After**

POST /users HTTP/1.1

Host: myserver

Content-Type: application/xml

<?xml version="1.0"?>

<user>

<name>Robert</name>

</user>

The method above is exemplary of a RESTful request: proper use of HTTP POST and inclusion of the payload in the body of the request. On the receiving end, the request may be processed by adding the resource contained in the body as a subordinate of the resource identified in the request URI; in this case the new resource should be added as a child of /users. This containment relationship between the new entity and its parent, as specified in the POST request, is analogous to the way a file is subordinate to its parent directory. The client sets up the relationship between the entity and its parent and defines the new entity's URI in the POST request.

**Common MIME types used by RESTful services**

| **MIME-Type** | **Content-Type** |
| --- | --- |
| **JSON** | application/json |
| **XML** | application/xml |
| **XHTML** | application/xhtml+xml |

### Statelessness

A RESTful service is stateless and does not maintain the application state for any client. A request cannot be dependent on a past request and a service treats each request independently. HTTP is a stateless protocol by design and you need to do something extra to implement a stateful service using HTTP. But it is really easy to implement stateful services with current technologies. We need a clear understanding of a stateless and stateful design so that we can avoid misinterpretation.

A stateless design looks like so:

Request1: GET http://MyService/Persons/1 HTTP/1.1

Request2: GET http://MyService/Persons/2 HTTP/1.1

Each of these requests can be treated separately.

A stateful design, on the other hand, looks like so:

Request1: GET http://MyService/Persons/1 HTTP/1.1

Request2: GET http://MyService/NextPerson HTTP/1.1

To process the second request, the server needs to remember the last PersonID that the client fetched. In other words, the server needs to remember the current state — otherwise Request2 cannot be processed. Design your service in a way that a request never refers to a previous request. Stateless services are easier to host, easy to maintain, and more scalable. Plus, such services can provide better response time to requests, as it is much easier to load balance them.

<definitions>

<types>

definition of types........

</types>

<message>

definition of a message....

</message>

<portType>

<operation>

definition of a operation.......

</operation>

</portType>

<binding>

definition of a binding....

</binding>

<service>

definition of a service....

</service>

</definitions>

WSDL Structure:

There are five parts of WSDL file.

1. types
2. message
3. portType
4. binding
5. service
6. Define the data types used by your services.
7. Define the messages used by your services.
8. Define the interfaces for your services.
9. Define the bindings between the messages used by each interface and the concrete representation of the data on the wire.
10. Define the transport details for each of the services.

**<types>**

**<schema**...**>**

...

**<element**name="personalLookup"**>**

**<complexType>**

**<sequence>**

**<element**name="empID"type="xsd:int" **/>**

**</sequence>**

**</complexType>**

**</element>**

**<element**name="personalLookupResponse"**>**

**<complexType>**

**<sequence>**

**<element**name="return"type="personalInfo" **/>**

**</sequence>**

**</complexType>**

**</element>**

**</schema>**

**</types>**

**<message**name="personalLookupRequest"**>**

**<part**name="empId"element="xsd1:personalLookup"**/>**

**<message/>**

**<message**name="personalLookupResponse"**>**

**<part**name="return"element="xsd1:personalLookupResponse"**/>**

**<message/>**

A WSDL document is, at its simplest, a collection of elements contained within a root definition element. These elements describe a service and how an endpoint implementing that service is accessed.

A WSDL document has two distinct parts:

* [A logical part](https://access.redhat.com/documentation/en-US/Red_Hat_JBoss_Fuse/6.0/html/Writing_WSDL_Contracts/files/WSDLStructure.html#WSDLIntroLogicalPart) that defines the service in implementation neutral terms
* [A concrete part](https://access.redhat.com/documentation/en-US/Red_Hat_JBoss_Fuse/6.0/html/Writing_WSDL_Contracts/files/WSDLStructure.html#WSDLIntroPhysicalPart) that defines how an endpoint implementing the service is exposed on a network

### The logical part

The logical part of a WSDL document contains the types, the message, and the portType elements.

* portType describes the service’s interface and
* The portType element contains one or more operation elements that define the messages sent by the operations exposed by the service
* message describes the messages exchanged by the service.
* Within the types element, XML Schema is used to define the structure of the data that makes up the messages.

A number of message elements are used to define the structure of the messages used by the service.

### The concrete part

The concrete part of a WSDL document contains the binding and the service elements.

* It describes how an endpoint that implements the service connects to the outside world.
* The binding elements describe how the data units described by the message elements are mapped into a concrete, on-the-wire data format, such as SOAP.
* The service elements contain one or more port elements which define the endpoints implementing the service.

A WSDL document is made up of the following elements:

* definitions — The root element of a WSDL document. The attributes of this element specify the name of the WSDL document, the document’s target namespace, and the shorthand definitions for the namespaces referenced in the WSDL document.
* types — The XML Schema definitions for the data units that form the building blocks of the messages used by a service. For information about defining data types see [Defining Logical Data Units](https://access.redhat.com/documentation/en-US/Red_Hat_JBoss_Fuse/6.0/html/Writing_WSDL_Contracts/files/WSDLTypes.html).
* message — The description of the messages exchanged during invocation of a services operations. These elements define the arguments of the operations making up your service. For information on defining messages see [Defining Logical Messages Used by a Service](https://access.redhat.com/documentation/en-US/Red_Hat_JBoss_Fuse/6.0/html/Writing_WSDL_Contracts/files/WSDLMessages.html).
* portType — A collection of operation elements describing the logical interface of a service. For information about defining port types see [Defining Your Logical Interfaces](https://access.redhat.com/documentation/en-US/Red_Hat_JBoss_Fuse/6.0/html/Writing_WSDL_Contracts/files/WSDLInterfaces.html).
* operation — The description of an action performed by a service. Operations are defined by the messages passed between two endpoints when the operation is invoked. For information on defining operations see [Operations](https://access.redhat.com/documentation/en-US/Red_Hat_JBoss_Fuse/6.0/html/Writing_WSDL_Contracts/files/WSDLInterfaces.html#WSDLOperationElement).
* binding — The concrete data format specification for an endpoint. A binding element defines how the abstract messages are mapped into the concrete data format used by an endpoint. This element is where specifics such as parameter order and return values are specified.
* service — A collection of related port elements. These elements are repositories for organizing endpoint definitions.
* port — The endpoint defined by a binding and a physical address. These elements bring all of the abstract definitions together, combined with the definition of transport details, and they define the physical endpoint on which a service is exposed.

<types> -> what data type will be transmitted

<messsage> -> What message will be transmitted may say input or output parameters for the function

<portType> -> what operation or function has been exposed or can be called

<binding> -> how the operations or functions will be exposed or called: what protocol would be used.

<service> -> where is the service located: on which port, url

Some other tags:

<import> -> to import other wsdl documents or xml schemas

<message>

<part> => function parameter

<sequence> => a list of sub element (it also gives the order of its appearance).

Operation Types:

The wsdl port describes the interfaces(legal operations) exposed by the web service.

Types of operation:

1. one-way => receive a message but not return message (response).
2. Request-response => receive a request and return a response.
3. Solicit-response => send a request and wait for response.
4. Notification => send a message but not wait for response.
5. One-way operation:

<portType name = “”>

<operation name = “”>

<input name = “” message = “” />

</operation>

</portType>

1. Request-Response Operation

<portType name = “”>

<operation name = “”>

<input name = “” message = “” />

<output message = “”/>

</operation>

<portType>

WSDL Binding:

Wsdl binding defines the message format and protocol details for the web service.

binding elements has two attributes

* 1. Name => name of the binding
  2. Type => port for the binding

<soap:binding> element has two attributes: style (rpc or document) and transport (soap protocol to be used)

Operation:

Operation element defines each operation that has been exposed at the port.

Example:

<message name = “getTermRequest”>

<part name = “term” type = “xs:string”/>

</message>

<message name = “getTermResponse”>

<part name = “value” type = “xs:string”/>

</message>

<portType name = “glossaryTerms”>

<operation name = “getTerm”>

<input message = “getTermRequest” />

<output message = “getTermResponse” />

</operation>

</portType>

<binding type = “glossaryTerms” name = “b1”>

<soap:binding style = “document”

transport = “http://schemas.xmlsoap.org/soap/http” /> <operation>

<soap:operation soapAction =

“http://example.com/getTerm” />

<input><soap:body use = “literal” /></input>

<output><soap:body use = “literal” /></output> </operation>

</binding>

Note:

Question: From eclipse cannot start the tomcat server

Answer:

Change the Server Location in Eclipse from Use workspace metadata to Use Tomcat installation